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## Vision and Mission of the Department of Computer Sc. and Engineering

To impart quality education for producing world class technocrats and entrepreneurs with sound ethics, latest knowledge and innovative ideas in Computer Science and Engineering to meet industrial needs and societal expectations.

## Mission

M1. To impart world class value based technical education in all aspects of Computer Science and Engineering through state of the art infrastructure and innovative approach.

M2. To produce ethical, motivated and skilled engineers through theoretical knowledge and practical applications.

M3. To inculcate ability for tackling simple to complex individually as well as in a team.

M4. To develop globally competent engineers with strong foundations, capable of “out of the box” thinking to adapt to the rapidly changing scenarios requiring socially conscious green computing solutions.

## Program Educational Objectives (PEOs)

PEO 1. To produce students employable towards building a successful career based on sound understanding of theoretical and applied aspects as well as methodology to solve multidisciplinary real life problems.

PEO 2. To produce professional graduates ready to work with a sense of responsibility, ethics and enabling them to work efficiently individually and also as a team.

PEO 3. To impart the competency in students so that they are able to pursue higher studies and research in areas of engineering and other professionally related fields.

PEO 4. To inculcate ability to adapt to the changing technology through continuous learning.

## Program Outcomes

PO1. Engineering knowledge: Apply the knowledge of mathematics, science, engineering fundamentals, and an engineering specialization to the solution of complex engineering problems.

PO2. Problem analysis: Identify, formulate, review research literature, and analyze complex engineering problems reaching substantiated conclusions using first principles of mathematics, natural sciences, and engineering sciences.

PO3. Design/development of solutions: Design solutions for complex engineering problems and design system components or processes that meet the specified needs with appropriate consideration for the public health and safety, and the cultural, societal, and environmental considerations.

PO4. Conduct investigations of complex problems: Use research-based knowledge and research methods including design of experiments, analysis and interpretation of data, and synthesis of the information to provide valid conclusions.

PO5. Modern tool usage: Create, select, and apply appropriate techniques, resources, and modern engineering and IT tools including prediction and modelling to complex engineering activities with an understanding of the limitations.

PO6. The engineer and society: Apply reasoning informed by the contextual knowledge to assess societal, health, safety, legal and cultural issues and the consequent responsibilities relevant to the professional engineering practice.

PO7. Environment and sustainability: Understand the impact of the professional engineering solutions in societal and environmental contexts, and demonstrate the knowledge of, and need for sustainable development.

PO8. Ethics: Apply ethical principles and commit to professional ethics and responsibilities and norms of the engineering practice.

PO9. Individual and team work: Function effectively as an individual, and as a member or leader in diverse teams, and in multidisciplinary settings.

PO10. Communication: Communicate effectively on complex engineering activities with the engineering community and with society at large, such as, being able to comprehend and write

effective reports and design documentation, make effective presentations, and give and receive clear instructions.

PO11. Project management and finance: Demonstrate knowledge and understanding of the engineering and management principles and apply these to one’s own work, as a member and leader in a team, to manage projects and in multidisciplinary environments.

PO12. Life-long learning: Recognize the need for, and have the preparation and ability to engage in independent and life-long learning in the broadest context of technological change.

## PROGRAM SPECIFIC OUTCOMES (PSOs)

PSO1. Ability to analyze, design, implement, and test software systems based on requirement specifications and development methodologies of software systems.

PSO2. Apply computer science theory blended with engineering mathematics to solve computational tasks and model real world problems using appropriate programming language, data structure, and algorithms.

PSO3. Ability to explore technological advancements in various domains, evaluate its merits and identify research gaps to provide solution to new ideas and innovations.

## Course Outcomes

After completion of the course students will be able to

1. Understand the object-oriented approach in programming along with the purpose and usage principles of inheritance, polymorphism, encapsulation and method overloading etc.
2. Demonstrate ability to test and debug Java programs using IDE
3. Analyze, design and develop small to medium sized application programs that demonstrate professionally acceptable programming standards
4. Demonstrate skills of developing event-driven programs using graphical user interfaces
5. Design applications for accessing databases using Java features.

Problem Statements

**List of Programs**

|  |  |  |  |
| --- | --- | --- | --- |
| **Topic** | **Concept and Problem statement** | | |
| (i) | Taking input from Command line and convert objects into primitive data type | | Page No. |
| 1. | Write a java program to take input as a command line argument. Your name, course, universityrollno and semester. Display the information.  Name:  UniversityRollNo:  Course:  Semester: | 20 |
| (ii) | Concepts of Java Control statements, Conditional statements, loops and iterations, Wrapper classes, Scanner Class | |  |
|  | 2. | Using the switch statement, write a menu-driven program to calculate the maturity amount of a bank deposit.  The user is given the following options:   1. Term Deposit 2. Recurring Deposit   For option (i) accept Principal (p), rate of interest (r) and time period in years (n). Calculate and output the maturity amount (a) receivable using the formula a = p[1 + r / 100]n.  For option (ii) accept monthly installment (p), rate of interest (r) and time period in months (n). Calculate and output the maturity amount (a) receivable using the formula a = p \* n + p \* n(n + 1) / 2 \* r / 100 \* 1 / 12. For an incorrect option, an appropriate error message should be displayed.  [ Use Scanner Class to take input ] | 22 |
|  | 3. | Program to find if the given numbers are Friendly pair or not (Amicable or not). **Friendly Pair** are two or more numbers with a common abundance.  **Input & Output format:**   * Input consists of **2 integers**. * The first integer corresponds to number 1 and the second integer corresponds to number 2. * If it is a Friendly Pair display **Friendly Pair** or displays **Not Friendly Pair**.   For example,**6** and **28** are **Friendly Pair**.  (Sum of divisors of 6)/6 = (Sum of divisors of 28)/28.  Steps to check whether the given numbers are friendly pair or not | 25 |

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | * Input the numbers num1 and num2. * Initialize sum1 = sum2 = 0. * sum1 = sum of all divisors of num1. * sum2 = sum of all divisors of num2. * If (sum1 == num1) and (sum2 == num2), then print **"Abundant No."**. * Else, print **"Not Abundant No."**.   Program to check whether the given numbers are friendly pair or not |  |
|  | 4. | Program to replace all 0's with 1 in a given integer. Given an integer as an input, all the 0's in the number has to be replaced with 1.  For example, consider the following number Input: 102405  Output: 112415  Input: 56004  Output: 56114  Steps to replace all 0's with 1 in a given integer   * Input the integer from the user. * Traverse the integer digit by digit. * If a '0' is encountered, replace it by '1'. * Print the integer. | 27 |
| (iii) | Array in Java | |  |
|  | 5. | Printing an array into Zigzag fashion. Suppose you were given an array of integers, and you are told to sort the integers in a zigzag pattern. In general, in a zigzag pattern, the first integer is less than the second integer, which is greater than the third integer, which is less than the fourth integer, and so on. Hence, the converted array should be in the form of e1 < e2 > e3 < e4 > e5 < e6.  Test cases: Input 1:  7  4 3 7 8 6 2 1  Output 1:  3 7 4 8 2 6 1  Input 2:  4  1 4 3 2  Output 2:  1 4 2 3 | 29 |

|  |  |  |  |
| --- | --- | --- | --- |
|  | 6. | The problem to rearrange positive and negative numbers in an [array](https://www.faceprep.in/procoder/knowledgebase/introduction-to-arrays) .  Method: This approach moves all negative numbers to the beginning and positive numbers to the end but changes the order of appearance of the elements of the array.  Steps:   1. Declare an array and input the array elements. 2. Start traversing the array and if the current element is negative, swap the current element with the first positive element and continue traversing until all the elements have been encountered. 3. Print the rearranged array.   Test case:   * Input: 1 -1 2 -2 3 -3 * Output: -1 -2 -3 1 3 2 | 32 |
|  | 7. | Program to find the saddle point coordinates in a given matrix. A saddle point is an element of the matrix, which is the minimum element in its row and the maximum in its column.  For example, consider the matrix given below Mat[3][3]  1 2 3  4 5 6  7 8 9  Here, 7 is the saddle point because it is the minimum element in its row and maximum element in its column.  Steps to find the saddle point coordinates in a given matrix   1. Input the matrix from the user. 2. Use two loops, one for traversing the row and the other for traversing the column. 3. If the current element is the minimum element in its row and maximum element in its column, then return its coordinates. 4. Else, continue traversing. | 34 |
| (iv) |  | String Handling in Java (using String and StringBuffer class) |  |
|  | 8. | Program to find all the patterns of 0(1+)0 in the given string. Given a string containing 0's and 1's, find the total number of 0(1+)0 patterns in the string and output it.  0(1+)0 - There should be at least one '1' between the two 0's.  For example, consider the following string.  Input: 01101111010  Output: 3  Explanation: 01101111010 - count = 1 | 37 |

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 011**011110**10 - count = 2  01101111**010**- count = 3  Step to find all the patterns of 0(1+)0 in the given string   * Input the given string. * Scan the string, character by character. * If the given pattern is encountered, increment count. * Print count.   Program to find all the patterns of 0(1+)0 |  |
|  | 9. | Write a java program to delete vowels from given string using StringBuffer class. | 39 |
| (v) | Class definition, creating objects and constructors | |  |
|  | 10. | Write a java program to create a class named '**Bank** ' with the following data members:  Name of depositor  Address of depositor  Account Number  Balance in account  Class '**Bank**' has a method for each of the following:  1 - Generate a unique account number for each depositor  For first depositor, account number will be 1001, for second depositor it will be 1002 and so on   1. - Display information and balance of depositor 2. - Deposit more amount in balance of any depositor 3. - Withdraw some amount from balance deposited 4. - Change address of depositor   After creating the class, do the following operations  1- Enter the information (name, address, account number, balance) of the depositors. Number of depositors is to be entered by user.   1. - Print the information of any depositor. 2. - Add some amount to the account of any depositor and then display the final information of that depositor 3. - Remove some amount from the account of any depositor and then display final information of that depositor. 4. - Change the address of any depositor and then display the final information of that depositor 5. - Randomly repeat these processes for some other bank accounts. | 41 |

|  |  |  |  |
| --- | --- | --- | --- |
|  | 11. | Define a class **WordExample** having the following description:  Data members/instance variables:  private String strdata : to store a sentence.  **Parameterized Constructor WordExample(String)** :  Accept a sentence which may be terminated by either’.’, ‘? ’or ’!’ only.The words may be separated by more than one blank space and are in UPPER CASE.  **Member Methods:**  **void countWord():** Find the number of words beginning and ending with a vowel.  **void placeWord():** Place the words which begin and end with a vowel at the beginning, followed by the remaining words as they occur in the sentence. | 49 |
| (vi) | Method overloading (Compile time Polymorphism) | |  |
|  | 12. | Write a Java program to create a class called **ArrayDemo** and overload arrayFunc() function.  **void arrayFunc(int [], int)**  To find all pairs of elements in an Array whose sum is equal to a given number :  Array numbers= [4, 6, 5, -10, 8, 5, 20], target=10  **Output:**  Pairs of elements whose sum is 10 are : 4 + 6 = 10  5 + 5 = 10  -10 + 20 = 10  **void arrayFunc(int A[], int p, int B[], int q)**  Given two sorted arrays A and B of size p and q, Overload method arrayFunc() to merge elements of A with B by maintaining the sorted order i.e. fill A with first p smallest elements and fill B with remaining elements.  Example:  Input :  int[] A = { 1, 5, 6, 7, 8, 10 }  int[] B = { 2, 4, 9 }  Output:  Sorted Arrays:  A: [1, 2, 4, 5, 6, 7]  B: [8, 9, 10]  **(Use Compile time Polymorphism Method Overloading)** | 54 |

|  |  |  |  |
| --- | --- | --- | --- |
| (vii) | Method overriding (Runtime Polymorphism), Abstract class & Abstract method, Inheritance, interfaces | |  |
|  | 13. | Write a java program to calculate the area of a rectangle, a square and a circle. Create an abstract class '**Shape**' with three abstract methods namely **rectangleArea()** taking two parameters, **squareArea()** and **circleArea()** taking one parameter each. Now create another class ‘**Area’** containing all the three methods rectangleArea(),squareArea() and circleArea() for printing the area of rectangle, square and circle respectively. Create an object of class Area and call all the three methods.  **(Use Runtime Polymorphism)** | 58 |
|  | 14. | Write a java program to implement abstract class and abstract method with following details:  **Create a abstract Base Class Temperature**  **Data members:** double temp;  **Method members:**  void setTempData(double)  abstact void changeTemp()  **Sub Class Fahrenheit (subclass of Temperature)**  **Data members:** double ctemp;  **Method member:**  Override abstract method changeTemp() to convert Fahrenheit temperature into degree Celsius by using formula C=5/9\*(F-32) and display converted temperature  **Sub Class Celsius (subclass of Temperature)**  **Data member:** double ftemp;  **Method member:**  Override abstract method changeTemp() to convert degree Celsius into Fahrenheit temperature by using formula F=9/5\*c+32 and display converted temperature | 60 |
|  | 15. | Write a java program to create an interface that consists of a method to display volume () as an abstract method and redefine this method in the derived classes to suit their requirements.  Create classes called Cone, Hemisphere and Cylinder that implements the interface. Using these three classes, design a program that will accept dimensions of a cone, cylinder and hemisphere interactively and display the volumes.  Volume of cone = (1/3)πr2h Volume of hemisphere = (2/3)πr3 Volume of cylinder = πr2h | 63 |

|  |  |  |  |
| --- | --- | --- | --- |
| (viii) | Exception handling | |  |
|  | 16. | Write a java program to accept and print the employee details during runtime. The details will include employee id, name, dept\_ Id. The program should raise an exception if user inputs incomplete or incorrect data. The entered value should meet the following conditions:   1. First Letter of employee name should be in capital letter. 2. Employee id should be between 2001 and 5001 3. Department id should be an integer between 1 and 5.   If the above conditions are not met then the application should raise specific exception else should complete normal execution. | 66 |
|  | 17. | Create a class MyCalculator which consists a method power(int, int).  This method takes two integers, **n** and **p**, as parameters and finds **np** .  If either n or p is negative, then the method must throw an exception which says "n and p should be non- negative".  **Input Format**  Each line of the input contains two integers, n and p.  **Output Format**  Each line of the output contains the result ,if neither of n and p is negative. Otherwise the output contains "n and p should be non- negative".  **Sample Input**  3 5  2 4  0 0  -1 -2  -1 3  **Sample Output**  243  16  java.lang.Exception: n and p should not be zero. java.lang.Exception: n or p should not be negative. java.lang.Exception: n or p should not be negative.  Explanation  In the first two cases, both **n** and **p** are positive. So, the power function returns the answer correctly.  In the third case, both **n** and **p** are zero. So, the exception, "**n** and **p** should not be zero.” is printed.  In the last two cases, at least one out of **n** and **p** is negative. So, the exception, "**n** or **p** should not be negative.” is printed for these two cases. | 69 |

|  |  |  |  |
| --- | --- | --- | --- |
| (ix) | File Handling in Java | |  |
|  | 18. | Write a java file handling program to count and display the number of palindrome present in a text file "myfile.txt".  Example: If the file "myfile.txt" contains the following lines,  My name is NITIN  Hello aaa and bbb word How are You  ARORA is my friend Output will be => 4 | 72 |
| (x) | Multithreaded programming | |  |
|  | 19. | Write a program MultiThreads that creates two threads-one thread with the name CSthread and the other thread named ITthread. Each thread should display its respective name and execute after a gap of 500 milliseconds. Each thread should also display a number indicating the number of times it got a chance to execute. | 74 |
|  | 20. | Write a java program for to solve producer consumer problem in which a producer produce a value and consumer consume the value before producer generate the next value. | 77 |
| (xi) | Collection and Generic Framework: | |  |
|  | 21. | Write a method removeEvenLength that takes an ArrayList of Strings as a parameter and that removes all of the strings of even length from the list. |  |
|  | 22. | Write a method swapPairs that switches the order of values in an ArrayList of Strings in a pairwise fashion. Your method should switch the order of the first two values, then switch the order of the next two, switch the order of the next two, and so on.  For example, if the list initially stores these values: {"four", "score", "and", "seven", "years", "ago"} your method should switch the first pair, "four", "score", the second pair, "and", "seven", and the third pair, "years", "ago", to yield this list: {"score", "four", "seven", "and", "ago", "years"}  If there are an odd number of values in the list, the final element is not moved.  For example, if the original list had been: {"to", "be", "or", "not", "to", "be", "hamlet"} It would again switch pairs of values, but the final value, "hamlet" would not be moved, yielding this list: {"be", "to", "not", "or", "be", "to", "hamlet"} | 83 |
|  | 23. | Write a method called alternate that accepts two Lists of integers as its parameters and returns a new List containing alternating elements from the two lists, in the following order:   * First element from first list * First element from second list | 86 |

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | * Second element from first list * Second element from second list * Third element from first list * Third element from second list   If the lists do not contain the same number of elements, the remaining elements from the longer list should be placed consecutively at the end. For example, for a first list of (1, 2, 3, 4, 5) and a second  list of (6, 7, 8, 9, 10, 11, 12), a call of alternate(list1,  list2) should return a list containing (1, 6, 2, 7, 3, 8, 4,  9, 5, 10, 11, 12). Do not modify the parameter lists passed in. |  |
| (xii) | AWT & Swing, Event Handling | |  |
|  | 24. | Write a GUI program to develop an application that receives a string in one text field, and count number of vowels in a string and returns it in another text field, when the button named “CountVowel” is clicked.  When the button named “Reset” is clicked it will reset the value of textfield one and Textfield two .  When the button named “Exit” is clicked it will closed the application. | 88 |
| (xi) | Java Database Connectivity (JDBC) | |  |
|  | 25. | Create a database of employee with the following fields:  Name  Code  Designation  Salary     1. Write a java program to create GUI java application to take employee data from the TextFields and store in database using JDBC connectivity. 2. Write a JDBC Program to retrieves all the records from employee database. | 92 |

**Typical solutions and output**

# Problem Statement 1 and solution

* **Problem Statement**

Write a Java program to take input as a command line argument. Your name, course, university roll number, and semester. Display the information.

# Theory, important classes, and methods

## System.out.println()

Java **System.out.println()** is used to print an argument that is passed to it.

**class** Integer

The Integer class wraps a value of the primitive type int in an object.

## parseInt([String](https://docs.oracle.com/javase/10/docs/api/java/lang/String.html) s)

Parses the string argument as a signed decimal integer.

## PROGRAM:

**public class StudentInfo {**

**public static void main(String[] args) {**

**String name;**

**String urollno;**

**String course;**

**int sem;**

**name=args[0];**

**urollno=args[1];**

**course=args[2];**

**sem=Integer.parseInt(args[3]);**

**System.out.println("Name: "+name);**

**System.out.println("University Roll Number: "+urollno);**

**System.out.println("Course: "+course);**

**System.out.println("Semester: "+sem);**

**}**

**}**

## Output:

Name: Raj

University Roll Number: 210211

Course: BTech

Semester: 4

# Problem Statement 2 and solution

* **Problem Statement**

Using the switch statement, write a menu-driven program to calculate the maturity amount of a bank deposit. The user is given the following options:

1. Term Deposit
2. Recurring Deposit

# Theory, important classes and methods

**class** Scanner

Scanner is a class in java.util package used for obtaining the input of the primitive types like int, double, etc. and strings.

## nextInt()

Scans the next token of the input as an int.

## nextDouble()

Scans the next token of the input as a double.

## PROGRAM:

**import java.util.Scanner;**

**public class BankDeposit {**

**public static void main(String[] args) {**

**int choice=0;**

**double maturityAmount=0;**

**Scanner sc=new Scanner(System.in);**

**System.out.println("Type 1: Term Deposit");**

**System.out.println("Type 2: Recurring Deposit");**

**System.out.print("Enter your choice: ");**

**choice=sc.nextInt();**

**switch (choice) {**

**case 1:**

**System.out.print("Enter Principal: ");**

**double P1=sc.nextDouble();**

**System.out.print("Enter Rate of Interest: ");**

**double r1=sc.nextDouble();**

**System.out.print("Enter Time (in years): ");**

**double n1=sc.nextDouble();**

**maturityAmount=P1\*Math.pow(1+r1/100.0, n1);**

**System.out.println("Maturity Amount = "+maturityAmount)**

**break;**

**case 2:**

**System.out.print("Enter Monthly Installment: ");**

**double P2=sc.nextDouble();**

**System.out.print("Enter Rate of Interest: ");**

**double r2=sc.nextDouble();**

**System.out.print("Enter Period (in months): ");**

**double n2=sc.nextDouble();**

**maturityAmount=P2\*n2+P2\*(n2\*(n2+1)/2.0)\*(r2/100.0)\*(1.0/12);**

**System.out.println("Maturity Amount = "+maturityAmount);**

**break;**

**default:**

**System.out.println("Invalid Choice");**

**}**

**}**

**}**

## Output 1:

Type 1: Term Deposit

Type 2: Recurring Deposit

Enter your choice: 1

Enter Principal: 50000

Enter Rate of Interest: 5

Enter Time (in years): 5

Maturity Amount = 63814.078125000015

## Output 2:

Type 1: Term Deposit

Type 2: Recurring Deposit

Enter your choice: 2

Enter Monthly Installment: 40000

Enter Rate of Interest: 4

Enter Period (in months): 4

Maturity Amount = 161333.33333333334

# Problem Statement 3 and solution

* **Problem Statement**

Program to find if the given numbers are Friendly pair or not (Amicable or not). **Friendly Pair** are two or more numbers with a common abundance.

For example, 6 and 28 are Friendly Pair. (Sum of divisors of 6)/6 = (Sum of divisors of 28)/28.

# Theory, important classes and methods

**class** Scanner

Scanner is a class in java.util package used for obtaining the input of the primitive types like int, double, etc. and strings.

## nextInt()

Scans the next token of the input as an int.

**Java for loop** provides a concise way of writing the loop structure. The for statement consumes the initialization, condition and increment/decrement in one line thereby providing a shorter, easy to debug structure of looping.

## Syntax:

for (initialization expr **;** test expr **;** update exp) {

// body of the loop

}

## PROGRAM:

## import java.util.\*;

## public class FriendlyPair {

## public static void main(String[] args) {

## int i, num1,num2;

## Scanner sr=new Scanner(System.in);

## System.out.print("Enter First Number: ");

## num1=sr.nextInt();

## System.out.print("Enter Second Number: ");

## num2=sr.nextInt();

## int sum1=0, sum2=0;

## for (i=1; i<num1; i++) {

## if(num1%i==0)

## sum1=sum1+i;

## }

## for (i=1; i<num2; i++) {

## if(num2%i==0)

## sum2=sum2+i;

## }

## if (sum1==num1 && sum2==num2)

## System.out.print("Friendly Pair");

## else

## System.out.print("Not Friendly Pair");

## }

## }

## Output:

Enter First Number: 6

Enter Second Number: 28

Friendly Pair

# Problem Statement 4 and solution

* **Problem Statement**

Program to replace all 0's with 1 in a given integer. Given an integer as an input, all the 0's in the number has to be replaced with 1.

For example, consider the following number Input: 102405

Output: 112415

Input: 56004

Output: 56114

# Theory, important classes and methods

**class** Scanner

Scanner is a class in java.util package used for obtaining the input of the primitive types like int, double, etc. and strings.

## nextInt()

Scans the next token of the input as an int.

**Java While loop** starts with the checking of condition. If it evaluated to true, then the loop body statements are executed otherwise first statement following the loop is executed. For this reason it is also called **Entry control loop**

## Syntax :

while (boolean condition)

{

// loop statements...

}

## PROGRAM:

**import java.util.\*;**

**public class ZeroOne {**

**public static void main(String[] args) {**

**int number, tnum;**

**Scanner sr=new Scanner(System.in);**

**System.out.print("Enter the number: ");**

**number=sr.nextInt();**

**tnum=number;**

**int result=0;**

**int decimalPlace=1;**

**if (number==0)**

**result += (1\*decimalPlace);**

**while (number>0) {**

**if (number%10==0)**

**result += (1\*decimalPlace);**

**number /= 10;**

**decimalPlace \*= 10;**

**}**

**tnum += result;**

**System.out.print("Result: "+tnum);**

**}**

**}**

## Output:

Enter the number: 530012

Result: 531112

# Problem Statement 5 and solution

* **Problem Statement**

Printing an array into Zigzag fashion. Suppose you were given an array of integers, and you are told to sort the integers in a zigzag pattern. In general, in a zigzag pattern, the first integer is less than the second integer, which is greater than the third integer, which is less than the fourth integer, and so on. Hence, the converted array should be in the form of e1 < e2 > e3 < e4 > e5 < e6.

# Theory, important classes and methods

## Arrays in Java

An array is a group of like-typed variables that are referred to by a common name.

## Field length

length is a final variable applicable for [arrays](https://www.geeksforgeeks.org/arrays-in-java/). With the help of length variable, we can obtain the size of the array.

## PROGRAM:

**import java.util.\*;**

**class ZigZag {**

**public static void main(String[] args) {**

**Scanner sr=new Scanner(System.in);**

**int n, i;**

**System.out.print("Enter the size: ");**

**n=sr.nextInt();**

**int arr[]=new int[n];**

**System.out.println("Enter elements:");**

**for (i=0; i<arr.length; i++)**

**arr[i]=sr.nextInt();**

**System.out.println("Original array:");**

**for (i=0; i<arr.length; i++)**

**System.out.print(arr[i]+" ");**

**boolean flag=true;**

**int temp=0;**

**for (i=0; i<=arr.length-2; i++) {**

**if (flag && arr[i]>arr[i+1]) {**

**temp=arr[i];**

**arr[i]=arr[i+1];**

**arr[i+1]=temp;**

**}**

**else if (arr[i]<arr[i+1]) {**

**temp=arr[i];**

**arr[i]=arr[i+1];**

**arr[i+1]=temp;**

**}**

**flag=!flag;**

**}**

**System.out.println("Rearranged array :");**

**for (i=0; i<arr.length; i++)**

**System.out.print(arr[i]+" ");**

**}**

**}**

## Output:

Enter the size: 5

Enter elements:

3 5 8 6 9

Original array:

3 5 8 6 9

Rearranged array :

5 8 6 9 3

# Problem Statement 6 and solution

* **Problem Statement**

The problem to rearrange positive and negative numbers in an [array](https://www.faceprep.in/procoder/knowledgebase/introduction-to-arrays) .

**Method:** This approach moves all negative numbers to the beginning and positive numbers to the end but changes the order of appearance of the elements of the array.

## Steps:

* 1. Declare an array and input the array elements.
  2. Start traversing the array and if the current element is negative, swap the current element with the first positive element and continue traversing until all the elements have been encountered.
  3. Print the rearranged array.

## Test case:

* + Input: 1 -1 2 -2 3 -3
  + Output: -1 -2 -3 1 3 2

# Theory, important classes and methods

## Arrays in Java

An array is a group of like-typed variables that are referred to by a common name.

**class** Scanner

Scanner is a class in java.util package used for obtaining the input of the primitive types like int, double, etc. and strings.

## nextInt()

Scans the next token of the input as an int.

## PROGRAM:

**import java.util.\*;**

**public class Rearranged {**

**static void rearrange(int arr[], int n) {**

**int i, j=0;**

**for (i=0; i<n; i++) {**

**if(arr[i]<0 && i != j) {**

**int temp=arr[i];**

**arr[i]=arr[j];**

**arr[j]=temp;**

**}**

**j++;**

**}**

**}**

**public static void main(String []args) {**

**Scanner sr=new Scanner(System.in);**

**int n, i;**

**System.out.print("Enter the size: ");**

**n=sr.nextInt();**

**int arr[]=new int[n];**

**System.out.println("Enter elements: ");**

**for (i=0; i<n; i++)**

**arr[i]=sr.nextInt();**

**System.out.println("Original array: ");**

**for (i=0; i<n; i++)**

**System.out.print(arr[i]+" ");**

**System.out.println();**

**rearrange(arr, n);**

**System.out.print("Rearranged array: ");**

**for (i=0; i<n; i++)**

**System.out.print(arr[i]+" ");**

**}**

**}**

## Output:

Enter the size: 5

Enter elements:

4 -4 7 -10 11

Rearranged array: -4 -10 7 4 11

# Problem Statement 7 and solution

* **Problem Statement**

Program to find the saddle point coordinates in a given matrix. A saddle point is an element of the matrix, which is the minimum element in its row and the maximum in its column.

For example, consider the matrix given below Mat[3][3]

1 2 3

4 5 6

7 8 9

Here, 7 is the saddle point because it is the minimum element in its row and maximum element in its column.

# Theory, important classes and methods

## Arrays in Java

An array is a group of like-typed variables that are referred to by a common name.

A two – dimensional array can be seen as a table with ‘x’ rows and ‘y’ columns where the row number ranges from 0 to (x-1) and column number ranges from 0 to (y-1). A two

– dimensional array ‘x’ with 3 rows and 3 columns.

## PROGRAM:

**import java.util.Scanner;**

**public class SaddlePoint {**

**public static void main(String[] args) {**

**int[][] matrix={{10, 11, 12}, {13, 14, 15}, {16, 17, 18}};**

**int m=3, min=0, max=0, k;**

**int[][] pos=new int[2][2];**

**int i, j;**

**for (i=0; i<m; i++) {**

**for (j=0; j<m; j++)**

**System.out.print(matrix[i][j]+" " );**

**System.out.println();**

**}**

**for (i=0; i<m; i++) {**

**min=matrix[i][0];**

**for (j=0; j<m; j++) {**

**if (min >= matrix[i][j]) {**

**min=matrix[i][j];**

**pos[0][0]=i;**

**pos[0][1]=j;**

**}**

**}**

**j=pos[0][1];**

**max=matrix[0][j];**

**for (k=0; k<m; k++) {**

**if (max <= matrix[k][j]) {**

**max=matrix[i][j];**

**pos[1][0]=k;**

**pos[1][1]=j;**

**}**

**}**

**if (min==max) {**

**if (pos[0][0]==pos[1][0] && pos[0][1]==pos[1][1])**

**System.out.print("Saddle point("+pos[0][0]+","+pos[0][1]+"):"+max);**

**}**

**}**

**}**

**}**

## Output:

10 11 12

13 14 15

16 17 18

Saddle point(2,0):

# Problem Statement 8 and solution

* **Problem Statement**

Program to find all the patterns of 0(1+)0 in the given string. Given a string containing 0's and 1's, find the total number of 0(1+)0 patterns in the string and output it.

0(1+)0 - There should be at least one '1' between the two 0's. For example, consider the following string.

**Input:** 01101111010

**Output:** 3

# Theory, important classes and methods

The **String class** represents character strings. All string literals in Java programs, such as "abc", are implemented as instances of this class.

Strings are constant; their values cannot be changed after they are created.

## toCharArray() Method Of String class

Converts this string to a new character array. A newly allocated character array whose length is the length of this string and whose contents are initialized to contain the character sequence represented by this string.

## PROGRAM:

## import java.util.\*;

## public class Pattern {

## static int find\_pattern(char str[]) {

## char last=str[0];

## int i=1, counter=0;

## while (i<str.length) {

## if (str[i]=='1' && last=='0') {

## while (str[i]=='1')

## i++;

## if (str[i]=='0')

## counter++;

## }

## last=str[i];

## i++;

## }

## return counter;

## }

## public static void main (String args[]) {

## String string;

## Scanner sc=new Scanner(System.in);

## System.out.print("Enter the string: ");

## string=sc.next();

## char[] str=string.toCharArray();

## System.out.print("Number of patterns = "+find\_pattern(str));

## }

## }

## Output:

# Enter the string: 01101111010

# Number of patterns = 3

# Problem Statement 9 and solution

* **Problem Statement**

Write a java program to delete vowels from given string using StringBuffer class.

# Theory, important classes and methods

## Class StringBuffer A thread-safe, mutable sequence of characters. A string buffer is like a [String](https://docs.oracle.com/javase/10/docs/api/java/lang/String.html), but can be modified. At any point in time it contains some particular sequence of characters, but the length and content of the sequence can be changed through certain method calls.

## toUpperCase(char ch) Method Of Character Class Converts the character argument to uppercase

## deleteCharAt(int index) Removes the char at the specified position in this sequence. This sequence is shortened by one char.

## PROGRAM:

**public class StringDemo {**

**public static void main(String[] args) {**

**StringBuffer sb=new StringBuffer("Dehradun");**

**int ln=sb.length();**

**char ch, c;**

**for (int i=0; i<ln; i++) {**

**c=0;**

**ch=Character.toUpperCase(sb.charAt(i));**

**switch(ch) {**

**case 'A': case 'E': case 'I': case 'O': case 'U':**

**c++;**

**break;**

**}**

**if (c>0) {**

**sb.deleteCharAt(i);**

**ln--;**

**}**

**}**

**System.out.println(sb);**

**}**

**}**

## Output:

Dhrdn

# Problem Statement 10 and solution

* **Problem Statement**

Write a Java program to create a class named '**Bank** ' with the following data members: Name of depositor & Address of depositor Account Number Balance in account.

Class '**Bank**' has a method for each of the following:

1. - Generate a unique account number for each depositor

For first depositor, account number will be 1001, for second depositor it will be 1002 and so on

1. - Display information and balance of depositor
2. - Deposit more amount in balance of any depositor 4 - Withdraw some amount from balance deposited 5 - Change address of depositor

After creating the class, do the following operations

1. - Enter the information (name, address, account number, balance) of the depositors. Number of depositors is to be entered by user.
2. - Print the information of any depositor.
3. - Add some amount to the account of any depositor and then display final information of that depositor
4. - Remove some amount from the account of any depositor and then display final information of that depositor
5. - Change the address of any depositor and then display the final information of that depositor
6. - Randomly repeat these processes for some other bank accounts.

# Theory, important classes and methods

## Classes and Objects in Java

Classes and Objects are basic concepts of Object Oriented Programming which revolve around the real life entities.

## Class

A class is a user defined blueprint or prototype from which objects are created. It represents the set of properties or methods that are common to all objects of one type. In general, class declarations can include these components, in order:

## Object

It is a basic unit of Object Oriented Programming and represents the real life entities. A typical Java program creates many objects, which interact by invoking methods. An object consists of:

* 1. **State :** It is represented by attributes of an object. It also reflects the properties of an object.
  2. **Behavior :** It is represented by methods of an object. It also reflects the response of an object with other objects.
  3. **Identity :** It gives a unique name to an object and enables one object to interact with other objects.

## PROGRAM:

**import java.util.\*;**

**public class Bank {**

**private int accountno;**

**private String personname, address;**

**private double balance;**

**public void InputInfo(String pname, String add, double bal, int acno) {**

**personname=pname;**

**address=add;**

**balance=bal;**

**accountno=acno;**

**}**

**public void showInfo() {**

**System.out.println("Person Name = "+personname);**

**System.out.println("Address = "+address);**

**System.out.println("Account Number = "+accountno);**

**System.out.println("Balance = "+balance);**

**}**

**public void deposit(double amt) {**

**balance=balance+amt;**

**}**

**public void withdraw(double amt) {**

**if(balance>amt)**

**balance=balance-amt;**

**else**

**System.out.println("Insufficant Balance");**

**}**

**public int getAccountNo() {**

**return accountno;**

**}**

**public double getBalance() {**

**return balance;**

**}**

**public String getAddress() {**

**return address;**

**}**

**public void changeAddress(String add) {**

**address=add;**

**}**

**public static void main(String[] args) {**

**int size, i, f, acno=1000;**

**char ans;**

**String pname, add;**

**double amt;**

**Scanner sr=new Scanner(System.in);**

**System.out.print("Enter no. of new depositor: ");**

**size=sr.nextInt();**

**System.out.print("Press Any Key For Entering Depositor Information: ");**

**ans=sr.next().charAt(0);**

**Bank ob[]=new Bank[size];**

**for (i=0; i<size; i++) {**

**ob[i]=new Bank();**

**System.out.print("Enter Name: ");**

**pname=sr.next();**

**System.out.print("Enter Address: ");**

**add=sr.next();**

**System.out.print("Enter Amount: ");**

**amt=sr.nextDouble();**

**acno=acno+1;**

**ob[i].InputInfo(pname, add, amt, acno);**

**}**

**for(;;) {**

**System.out.println("1 - Display information and balance of Depositor");**

**System.out.println("2 - Deposit more amount in balance of any depositor");**

**System.out.println("3 - Withdraw some amount from balance deposited");**

**System.out.println("4 - Change address of depositor");**

**System.out.print("Enter your choice: ");**

**int ch=sr.nextInt();**

**switch(ch) {**

**case 1:**

**f=0;**

**System.out.print("Enter Account No.: ");**

**acno=sr.nextInt();**

**for (i=0; i<size; i++) {**

**if(acno==ob[i].getAccountNo()) {**

**ob[i].showInfo();**

**f=1;**

**break;**

**}**

**}**

**if(f==0)**

**System.out.println("Invalid AcountNo ");**

**break;**

**case 2:**

**f=0;**

**System.out.print("Enter Account No.: ");**

**acno=sr.nextInt();**

**for (i=0; i<size; i++) {**

**if(acno==ob[i].getAccountNo()) {**

**System.out.println("Enter amount: ");**

**amt=sr.nextDouble();**

**ob[i].deposit(amt);**

**System.out.println("Updated Amount = "+ob[i].getBalance());**

**f=1;**

**break;**

**}**

**}**

**if(f==0)**

**System.out.println("Invalid AcountNo ");**

**break;**

**case 3:**

**f=0;**

**System.out.println("Enter Account No.: ");**

**acno=sr.nextInt();**

**for (i=0; i<size; i++) {**

**if(acno==ob[i].getAccountNo()) {**

**System.out.println("Enter amount: ");**

**amt=sr.nextDouble();**

**ob[i].withdraw(amt);**

**System.out.println("Updated Amount = "+ob[i].getBalance());**

**f=1;**

**break;**

**}**

**}**

**if(f==0)**

**System.out.println("Invalid Account Number");**

**break;**

**case 4:**

**f=0;**

**System.out.println("Enter Account No.: ");**

**acno=sr.nextInt();**

**for (i=0; i<size; i++) {**

**if(acno==ob[i].getAccountNo()) {**

**System.out.println("Enter New Address: ");**

**add=sr.nextLine();**

**ob[i].changeAddress(add);**

**System.out.println("Updated Address: "+ob[i].getAddress());**

**f=1;**

**break;**

**}**

**}**

**if(f==0)**

**System.out.println("Invalid Account Number");**

**break;**

**}**

**System.out.print("Do you want to more transactions (Y/N): ");**

**ans=sr.next().charAt(0);**

**if(ans=='N' || ans=='n')**

**break;**

**}**

**}**

**}**

## Output:

Enter no. of new depositor: 2

Press Any Key For Entering Depositor Information: y

Enter Name: Salman

Enter Address: Mumbai

Enter Amount: 8000

Enter Name: Salim

Enter Address: Mumbai

Enter Amount: 5000

1 - Display information and balance of Depositor

2 - Deposit more amount in balance of any depositor

3 - Withdraw some amount from balance deposited

4 - Change address of depositor

Enter your choice: 1

Enter Account No.: 2001

Invalid Account Number

Do you want to more transactions (Y/N): y

1 - Display information and balance of Depositor

2 - Deposit more amount in balance of any depositor

3 - Withdraw some amount from balance deposited

4 - Change address of depositor

Enter your choice: 1

Enter Account No.: 1001

Person Name = Salman

Address = Mumbai

Account Number = 1001

Balance = 8000.0

# Problem Statement 11 and solution

* **Problem Statement**

Define a class **WordExample** having the following description: Data members/instance variables:

private String strdata : to store a sentence.

## Parameterized Constructor

**WordExample(String)** : Accept a sentence which may be terminated by either’.’, ‘? ’or ’!’ only. The words may be separated by more than one blank space and are in UPPER CASE.

## Member Methods

**void countWord():** Find the number of words beginning and ending with a vowel.

**void placeWord():** Place the words which begin and end with a vowel at the beginning, followed by the remaining words as they occur in the sentence.

# Theory, important classes and methods

## Classes and Objects in Java

Classes and Objects are basic concepts of Object Oriented Programming which revolve around the real life entities.

## Class

A class is a user defined blueprint or prototype from which objects are created. It represents the set of properties or methods that are common to all objects of one type. In general, class declarations can include these components, in order:

## Object

It is a basic unit of OOPS and represents the real life entities. A typical Java program creates many objects, which as you know, interact by invoking methods. An object consists of:

1. **State :** It is represented by attributes of an object. It also reflects the properties of an object.
2. **Behavior :** It is represented by methods of an object. It also reflects the response of an object with other objects.
3. **Identity :** It gives a unique name to an object and enables one object to interact with other objects.

## charAt(int index) Returns the char value at the specified index. An index ranges from 0 to length() The first char value of the sequence is at index 0, the next at index 1, and so on, as for array indexing.

## length()

Returns the length of this string. The length is equal to the number of [Unicode code](https://docs.oracle.com/javase/10/docs/api/java/lang/Character.html#unicode) [units](https://docs.oracle.com/javase/10/docs/api/java/lang/Character.html#unicode) in the string.

## PROGRAM:

**import java.util.\*;**

**class WordExample {**

**private String strdata;**

**public WordExample (String str) {**

**strdata=str;**

**}**

**public void wordCount() {**

**int i, ln, wln, c1, c2, c=0;**

**String tmp;**

**char ch1, ch2;**

**ln=strdata.length();**

**for (i=0; i<ln; i++) {**

**tmp="";**

**c1=0;**

**c2=0;**

**for (; strdata.charAt(i)!=' '; i++) {**

**if(i==(ln-1))**

**break;**

**tmp=tmp+strdata.charAt(i);**

**}**

**if(!tmp.isEmpty()) {**

**wln=tmp.length();**

**ch1=tmp.charAt(0);**

**ch2=tmp.charAt(wln-1);**

**switch(ch1) {**

**case 'A':**

**case 'E':**

**case 'I':**

**case 'O':**

**case 'U':**

**c1++;**

**}**

**switch(ch2) {**

**case 'A':**

**case 'E':**

**case 'I':**

**case 'O':**

**case 'U':**

**c2++;**

**}**

**if(c1==1 && c2==1)**

**c++;**

**}**

**}**

**System.out.println("Number Of Words Are= "+c);**

**}**

**public void placeWord() {**

**int i, ln, wln, c1, c2, c=0;**

**String tmp, fstr="", lstr="";**

**char ch1, ch2;**

**ln=strdata.length();**

**for (i=0; i<ln; i++) {**

**tmp="";**

**c1=0;**

**c2=0;**

**for (; strdata.charAt(i)!=' '; i++) {**

**if(i==(ln-1))**

**break;**

**tmp=tmp+strdata.charAt(i);**

**}**

**if(!tmp.isEmpty()) {**

**wln=tmp.length();**

**ch1=tmp.charAt(0);**

**ch2=tmp.charAt(wln-1);**

**switch(ch1) {**

**case 'A':**

**case 'E':**

**case 'I':**

**case 'O':**

**case 'U':**

**c1++;**

**}**

**switch(ch2) {**

**case 'A':**

**case 'E':**

**case 'I':**

**case 'O':**

**case 'U':**

**c2++;**

**}**

**if(c1==1&&c2==1)**

**fstr=fstr+tmp+" ";**

**else**

**lstr=lstr+tmp+" ";**

**}**

**}**

**tmp=fstr+lstr;**

**tmp=tmp.trim();**

**tmp=tmp+".";**

**System.out.println(tmp);**

**}**

**public static void main(String args[]) {**

**Scanner sr=new Scanner(System.in);**

**System.out.print("Sentence: ");**

**String s=sr.nextLine();**

**s=s.trim();**

**s=s.toUpperCase();**

**int len=s.length();**

**char last=s.charAt(len - 1);**

**if(last != '.' && last != '?' && last != '!') {**

**System.out.println("INVALID INPUT");**

**System.exit(0);**

**}**

**WordExample ob=new WordExample(s);**

**ob.wordCount();**

**ob.placeWord();**

**}**

**}**

## Output:

Sentence: RAJ AND SHYAM ARE GOING TO PICNIC TOGETHER.

Number Of Words Are= 1

ARE RAJ AND SHYAM GOING TO PICNIC TOGETHER.

# Problem Statement 12 and solution

* **Problem Statement**

Write a Java program to create a class called **ArrayDemo** and overload arrayFunc() function.

**void arrayFunc(int [], int)**  To find all pairs of elements in an Array whose sum is equal to a given number :

Array numbers= [4, 6, 5, -10, 8, 5, 20], target=10

## Output :

Pairs of elements whose sum is 10 are:

4 + 6 = 10

5 + 5 = 10

-10 + 20 = 10

**void arrayFunc(int A[], int p, int B[], int q)**  Given two sorted arrays A and B of size p and q, Overload method arrayFunc() to merge elements of A with B by maintaining the sorted order i.e. fill A with first p smallest elements and fill B with remaining elements.

**Example:**

**Input :**

int[] A = { 1, 5, 6, 7, 8, 10 }

int[] B = { 2, 4, 9 }

**Output:**

Sorted Arrays:

A: [1, 2, 4, 5, 6, 7]

B: [8, 9, 10]

**(Use Compile time Polymorphism Method Overloading)**

# Theory, important classes and methods

## Polymorphism

Polymorphism gives us the ultimate flexibility in extensibility. Polymorphism is a term that describes a situation where one name may refer to different methods.

## Method Overloading In Java

Overloading allows different methods to have same name, but different signatures where signature can differ by number of input parameters or type of input parameters or both. Overloading is related to compile time (or static) polymorphism.

**PROGRAM:**

**import java.util.\*;**

**class ArrayDemo {**

**public void arrayFunc(int arr[],int sum) {**

**System.out.println("Pairs of elements whose sum is "+sum+" = ");**

**for (int i=0; i<arr.length; i++) {**

**for (int j=i+1; j<arr.length; j++) {**

**if(arr[i]+arr[j]==sum)**

**System.out.println(arr[i]+" + "+arr[j]+" = "+sum);**

**}**

**}**

**}**

**public void arrayFunc(int[] A, int p, int[] B, int q) {**

**for (int i=0; i<p; i++) {**

**if (A[i]>B[0]) {**

**int temp=A[i];**

**A[i]=B[0];**

**B[0]=temp;**

**int first\_arr=B[0];**

**int k;**

**for (k=1; k<q && B[k]<first\_arr; k++)**

**B[k-1]=B[k];**

**B[k-1]=first\_arr;**

**}**

**}**

**}**

**}**

**public class MethodOver {**

**public static void main(String args[]) {**

**ArrayDemo ob=new ArrayDemo();**

**int[] arr={1, 5, 7, -1, 5};**

**int sum=6;**

**ob.arrayFunc(arr, sum);**

**int[] A={1, 5, 6, 7, 8, 10};**

**int[] B={2, 4, 9};**

**int p=A.length;**

**int q=B.length;**

**System.out.println("\nOriginal Arrays:");**

**System.out.println("A: "+Arrays.toString(A));**

**System.out.println("B: "+Arrays.toString(B));**

**ob.arrayFunc(A, p, B, q);**

**System.out.println("\nSorted Arrays:");**

**System.out.println("A: "+Arrays.toString(A));**

**System.out.println("B: "+Arrays.toString(B));**

**}**

**}**

## Output:

Pairs of elements whose sum is 6 =

1 + 5 = 6

1 + 5 = 6

7 + -1 = 6

Original Arrays:

A: [1, 5, 6, 7, 8, 10]

B: [2, 4, 9]

Sorted Arrays:

A: [1, 2, 4, 5, 6, 7]

B: [8, 9, 10]

# Problem Statement 13 and solution

* **Problem Statement**

Write a java program to calculate the area of a rectangle, a square and a circle. Create an abstract class '**Shape**' with three abstract methods namely **rectangleArea()** taking two parameters, **squareArea()** and **circleArea()** taking one parameter each.

Now create another class ‘**Area’** containing all the three methods rectangleArea(),squareArea() and circleArea() for printing the area of rectangle, square and circle respectively. Create an object of class Area and call all the three methods. **(Use Runtime Polymorphism)**

# Theory, important classes and methods

## Polymorphism

Polymorphism gives us the ultimate flexibility in extensibility. Polymorphism is a term that describes a situation where one name may refer to different methods.

## Method Overriding In Java

In **runtime polymorphism**, the method to be invoked is determined at the run time. The example of run time polymorphism is method overriding. When a subclass contains a method with the same name and signature as in the super class then it is called as method overriding.

## Abstract class and Abstract Method Abstract class

A class that is declared using “abstract” keyword is known as abstract class. It can have abstract methods (methods without body) as well as concrete methods (regular methods with body).

Abstract classes cannot have objects but they can be used to create object references because java’s runtime polymorphism is implemented through the use of super class references. Thus, an object can be used to create a reference to an abstract class that can point to a subclass object.

## Abstract Method

Certain methods in the super class do not contain any logic and need to be overridden by the subclass. In such situations, the method in the super class should be declared by using the keyword abstract.

The subclass provides the implementation details of such abstract methods. The super class only provides the name and signatures of the method. Thus, it is the responsibility of the subclass to override it.

## PROGRAM:

**abstract class Shape {**

**abstract double rectangleArea(double len,double br);**

**abstract double squareArea(double side);**

**abstract double circleArea(double radius);**

**}**

**class Area extends Shape {**

**double rectangleArea(double length,double breadth) {**

**return length \* breadth;**

**}**

**double squareArea(double side) {**

**return side \* side;**

**}**

**double circleArea(double radius) {**

**return (22.0/7.0) \* radius \* radius;**

**}**

**}**

**public class CalArea {**

**public static void main(String arg[]) {**

**Shape sp=new Area();**

**System.out.println("Rectangle Area: "+sp.rectangleArea(10, 5));**

**System.out.println("Square Area: "+sp.squareArea(5));**

**System.out.println("Circle Area: "+sp.circleArea(7));**

**}**

**}**

## Output:

Rectangle Area: 50.0

Square Area: 25.0

Circle Area: 154.0

# Problem Statement 14 and solution

* **Problem Statement**

Write a java program to implement abstract class and abstract method with following details:

## Create a abstract Base Class: Temperature

## Data members:

double temp;

## Method members:

void setTempData(double) abstact void changeTemp()

## Sub Class Fahrenheit (subclass of Temperature)

## Data members:

double ctemp;

## Method member:

Override abstract method changeTemp() to convert Fahrenheit temperature into degree Celsius by using formula C=5/9\*(F-32) and display converted temperature

## Sub Class Celsius (subclass of Temperature)

## Data member:

double ftemp;

## Method member:

Override abstract method changeTemp() to convert degree Celsius into Fahrenheit temperature by using formula F=9/5\*c+32 and display converted temperature

# Theory, important classes and methods

## Abstract class and Abstract Method

**Abstract class**

A class that is declared using “abstract” keyword is known as abstract class. It can have abstract methods (methods without body) as well as concrete methods (regular methods with body).

Abstract classes cannot have objects but they can be used to create object references because java’s runtime polymorphism is implemented through the use of super class references. Thus, an object can be used to create a reference to an abstract class that can point to a subclass object.

## Abstract Method

Certain methods in the super class do not contain any logic and need to be overridden by the subclass. In such situations, the method in the super class should be declared by using the keyword abstract.

The subclass provides the implementation details of such abstract methods. The super class only provides the name and signatures of the method. Thus, it is the responsibility of the subclass to override it.

## PROGRAM:

**abstract class Temperature {**

**protected double temp;**

**void setTempData(double tmp) {**

**temp=tmp;**

**}**

**abstract void changeTemp();**

**}**

**class Fahrenheit extends Temperature {**

**double ctemp;**

**void changeTemp() {**

**ctemp=5.0/9.0\*(temp-32.0);**

**System.out.println("Fahrenheit into Degree Celsius = "+ctemp);**

**}**

**}**

**class Celsius extends Temperature {**

**double ftemp;**

**void changeTemp() {**

**ftemp=(9.0/5.0)\*temp+32.0 ;**

**System.out.println("Degree Celsius into Fahrenheit = "+ftemp);**

**}**

**}**

**public class ConvertTemp {**

**public static void main(String [] args) {**

**Temperature ref;**

**Fahrenheit fr=new Fahrenheit();**

**fr.setTempData(108);**

**Celsius cr=new Celsius();**

**cr.setTempData(50);**

**ref=fr;**

**ref.changeTemp();**

**ref=cr;**

**ref.changeTemp();**

**}**

**}**

## Output:

Fahrenheit into Degree Celsius = 42.22222222222222

Degree Celsius into Fahrenheit = 122.0

# Problem Statement 15 and solution

* **Problem Statement**

Write a java program to create an interface that consists of a method to display **volume ()** as an abstract method and redefine this method in the derived classes to suit their requirements.

Create classes called **Cone**, **Hemisphere** and **Cylinder** that implements the interface. Using these three classes, design a program that will accept dimensions of a cone, cylinder and hemisphere interactively and display the volumes.

Volume of cone = (1/3)πr2h Volume of hemisphere = (2/3)πr3 Volume of cylinder = πr2h

# Theory, important classes and methods

## Java – Interfaces

Like a class, an interface can have methods and variables, but the methods declared in interface are by default abstract (only method signature, no body).

## PROGRAM:

**interface CalVolume {**

**static double pi=3.14159;**

**void volume();**

**}**

**class Cone implements CalVolume {**

**double r, h;**

**Cone(double r, double h) {**

**this.r=r;**

**this.h=h;**

**}**

**public void volume() {**

**double vol;**

**vol=(double)1/3\*pi\*h\*r\*r;**

**System.out.println("Volume of Cone = "+vol);**

**}**

**}**

**class Hemisphere implements CalVolume {**

**double r;**

**Hemisphere(double r) {**

**this.r=r;**

**}**

**public void volume() {**

**double vol;**

**vol=(double)(2\*pi\*(double)Math.pow(r,3))/(double)(3);**

**System.out.println("Volume of Hemisphere = "+vol);**

**}**

**}**

**class Cylinder implements CalVolume {**

**double r, h;**

**Cylinder(double r, double h) {**

**this.r=r;**

**this.h=h;**

**}**

**public void volume() {**

**double vol;**

**vol=pi\*r\*r\*h;**

**System.out.println( "Volume of Cylinder = "+vol );**

**}**

**}**

**public class VolumeCal {**

**public static void main(String args[]) {**

**Cone c1=new Cone(10, 15.0);**

**Hemisphere h1=new Hemisphere(20.0);**

**Cylinder cy=new Cylinder(7.0,14.0);**

**CalVolume ref;**

**ref=c1;**

**ref.volume();**

**ref=h1;**

**ref.volume();**

**ref=cy;**

**ref.volume();**

**}**

**}**

## Output:

Volume of Cone = 1570.795

Volume of Hemisphere = 16755.146666666664

Volume of Cylinder = 2155.1307399999996

# Problem Statement 16 and solution

* **Problem Statement**

Write a java program to accept and print the employee details during runtime. The details will include employee id, name, dept\_ Id. The program should raise an exception if the user inputs incomplete or incorrect data. The entered value should meet the following conditions:

1. First Letter of employee’s name should be in capital letter.
2. Employee id should be between 2001 and 5001
3. Department id should be an integer between 1 and 5.

If the above conditions are not met then the application should raise specific exception else should complete normal execution.

# Theory, important classes and methods

## Exceptions

An exception (or exceptional event) is a problem that arises during the execution of a program. When an Exception occurs the normal flow of the program is disrupted and the program/Application terminates abnormally, which is not recommended, therefore, these exceptions are to be handled.

## Handling Exceptions in Java Catching Exceptions

A method catches an exception using a combination of the try and catch keywords. A try/catch block is placed around the code that might generate an exception. Code within a try/catch block is referred to as protected code, and the syntax for using try/catch looks like the following −Syntax

try {

// Protected code

} catch (ExceptionName e1) {

// Catch block

}

## PROGRAM:

**import java.util.Scanner;**

**public class DemoException extends Exception {**

**public DemoException(String string) {**

**super(string);**

**}**

**public static void main(String[] args) {**

**String name=null;**

**int empid, depid, i=0;**

**Scanner sc=new Scanner(System.in);**

**try {**

**System.out.print("Enter Name: ");**

**name=sc.nextLine();**

**if(!(Character.isUpperCase(name.charAt(0))))**

**throw new DemoException("First Letter should have only Capital");**

**System.out.print("Enter EmpId: ");**

**empid=sc.nextInt();**

**if(!(empid>=2001 && empid<=5001))**

**throw new DemoException("Employee ID should be between 2001 and 5001");**

**System.out.print("Enter DepId:");**

**depid=sc.nextInt();**

**if(!(depid>=1 && depid<=5))**

**throw new DemoException("Department ID should be between 0 and 5");**

**System.out.println("All data is valid");**

**System.out.println("Name: "+name);**

**System.out.println("Employee ID: "+empid);**

**System.out.println("Department ID:"+depid);**

**}**

**catch(Exception e) {**

**System.out.println(e.getMessage());**

**}**

**finally {**

**System.out.println("Thank you!!");**

**}**

**}**

**}**

## Output:

Enter Name: Ram

Enter EmpId: 2023

Enter DepId:4

All data is valid

Name: Ram

Employee ID: 2023

Department ID:4

Thank you!!

## Output:

Enter Name: Ram

Enter EmpId: 5078

Employee ID should be between 2001 and 5001

Thank you!!

## Output:

Enter Name: Ram

Enter EmpId: 4001

Enter DepId:7

Department ID should be between 0 and 5

Thank you!!

# Problem Statement 17 and solution

* **Problem Statement**

Create a class **MyCalculator** which consists of a single method **power(int, int).** This method takes two integers, **n** and **p**, as parameters and finds **np** .

If either n or p is negative, then the method must throw an exception which says "n and p should be non-negative".

## Input Format

Each line of the input contains two integers, n and p . Output Format

Each line of the output contains the result ,if neither of n and p is negative. Otherwise the output contains "n and p should be non-negative".

## Sample Input

3 5

2 4

0 0

-1 -2

-1 3

## Sample Output

243

16

java.lang.Exception: n and p should not be zero. java.lang.Exception: n or p should not be negative. java.lang.Exception: n or p should not be negative.

## Explanation

In the first two cases, both **n** and **p** are positive. So, the power function returns the answer correctly.

In the third case, both **n** and **p** are zero. So, the exception, "**n** and **p** should not be zero.” is printed.

In the last two cases, at least one out of **n** and **p** is negative. So, the exception, "**n** or **p**

should not be negative.” is printed for these two cases.

# Theory, important classes and methods

## Exceptions

An exception (or exceptional event) is a problem that arises during the execution of a program. When an Exception occurs the normal flow of the program is disrupted and the program/Application terminates abnormally, which is not recommended, therefore, these exceptions are to be handled.

## Handling Exceptions in Java Catching Exceptions

A method catches an exception using a combination of the try and catch keywords. A try/catch block is placed around the code that might generate an exception. Code within a try/catch block is referred to as protected code, and the syntax for using try/catch looks like the following −Syntax

try {

// Protected code

} catch (ExceptionName e1) {

// Catch block

}

**PROGRAM:**

## import java.util.Scanner;

## class MyCalculator {

## int power(int n, int p) throws Exception {

## if(n==0 && p==0)

## throw new Exception("n and p should not be 0.");

## else if (n<0 || p<0)

## throw new Exception("n or p should not be negative.");

## else return (int)Math.pow(n, p);

## }

## }

## class Except{

## public static void main(String []args) {

## Scanner in=new Scanner(System.in);

## System.out.print("Enter Value of n and p: ");

## int n=in.nextInt();

## int p=in.nextInt();

## MyCalculator M=new MyCalculator();

## try {

## System.out.println(M.power(n,p));

## }

## catch(Exception e) {

## System.out.println(e);

## }

## }

## }

## Output:

Enter Value of n and p: 5 2

25

## Output:

Enter Value of n and p: 2 -7

java.lang.Exception: n or p should not be negative.

## Output:

Enter Value of n and p: 0 0

java.lang.Exception: n and p should not be 0.

# Problem Statement 18 and solution

* **Problem Statement**

Write a java file handling program to count and display the number of palindrome present in a text file "myfile.txt".

Example: If the file "myfile.txt" contains the following lines, My name is NITIN

Hello aaa and bbb word

How are You ARORA is my friend

Output will be => 4

# Theory, important classes and methods

**public class** BufferedReader

Reads text from a character-input stream, buffering characters so as to provide for the efficient reading of characters, arrays, and lines.

**public class** FileReader

Convenience class for reading character files. The constructors of this class assume that the default character encoding and the default byte-buffer size are appropriate.

## public [String](https://docs.oracle.com/javase/10/docs/api/java/lang/String.html) readLine()

Reads a line of text. A line is considered to be terminated by any one of a line feed ('\n'), a carriage return ('\r'), a carriage return followed immediately by a line feed, or by reaching the end-of-file (EOF).

## PROGRAM:

**import java.io.BufferedReader;**

**import java.io.FileNotFoundException;**

**import java.io.FileReader;**

**import java.io.IOException;**

**public class MyFileProg {**

**public static void main(String a[]){**

**BufferedReader br=null;**

**String revword, strLine="";**

**int c=0;**

**try {**

**br=new BufferedReader(new FileReader("MyFile.txt"));**

**while((strLine=br.readLine()) != null) {**

**System.out.println(strLine);**

**String st[]=strLine.split(" ");**

**for(String tmp:st) {**

**StringBuffer data=new StringBuffer(tmp);**

**data.reverse();**

**revword=data.toString();**

**if(tmp.equalsIgnoreCase(revword))**

**c++;**

**}**

**}**

**System.out.println("Total number of palindrome = "+c);**

**br.close();**

**}**

**catch (FileNotFoundException e) {**

**System.err.println("File not found");**

**}**

**catch (IOException e) {**

**System.err.println("Unable to read the file.");**

**}**

**}**

**}**

## Output:

Hello User!

My name is NAMAN

My roll number is 10001

Total number of palindrome = 2

# Problem Statement 19 and solution

* **Problem Statement**

Write a program MultiThreads that creates two threads-one read with the name CSthread and the other thread named ITthread.

Each thread should display its respective name and execute after a gap of 500 milliseconds.

Each thread should also display a number indicating the number of times it got a chance to execute.

# Theory, important classes and methods

**public class** Thread

A thread is a thread of execution in a program. The Java Virtual Machine allows an application to have multiple threads of execution running concurrently.

Java provides a thread class that has various method calls inorder to manage the behavior of threads.

## PROGRAM:

**class CsThread extends Thread {**

**private Thread t;**

**private String threadName;**

**CsThread( String name) {**

**threadName=name;**

**System.out.println("Creating "+threadName);**

**}**

**public void run() {**

**System.out.println("Running "+threadName);**

**try {**

**for (int i=1; i<=4; i++) {**

**System.out.println("Thread: "+threadName+", "+i);**

**Thread.sleep(500);**

**}**

**}**

**catch (InterruptedException e) {**

**System.out.println("Thread "+threadName+" interrupted.");**

**}**

**System.out.println("Thread "+threadName+" exiting.");**

**}**

**public void start() {**

**System.out.println("Starting "+threadName);**

**if (t==null) {**

**t=new Thread(this, threadName);**

**t.start();**

**}**

**}**

**}**

**class ItThread extends Thread {**

**private Thread t;**

**private String threadName;**

**ItThread( String name) {**

**threadName=name;**

**System.out.println("Creating "+threadName);**

**}**

**public void run() {**

**System.out.println("Running "+threadName );**

**try {**

**for (int i=1; i<=4; i++) {**

**System.out.println("Thread: "+threadName+", "+i);**

**Thread.sleep(500);**

**}**

**}**

**catch (InterruptedException e) {**

**System.out.println("Thread "+threadName+" interrupted.");**

**}**

**System.out.println("Thread "+threadName+" exiting.");**

**}**

**public void start() {**

**System.out.println("Starting "+threadName);**

**if (t==null) {**

**t=new Thread(this, threadName);**

**t.start();**

**}**

**}**

**}**

**public class MyThread {**

**public static void main(String args[]) {**

**CsThread T1=new CsThread("CSthread");**

**T1.start();**

**ItThread T2=new ItThread( "ITthread");**

**T2.start();**

**}**

**}**

## Output:

Creating CSthread

Starting CSthread

Running CSthread

Creating ITthread

Starting ITthread

Running ITthread

Thread: CSthread, 1

Thread: ITthread, 1

Thread: ITthread, 2

Thread: CSthread, 2

Thread: CSthread, 3

Thread: ITthread, 3

Thread: CSthread, 4

Thread: ITthread, 4

Thread ITthread exiting.

Thread CSthread exiting.

# Problem Statement 20 and solution

* **Problem Statement**

Write a Java program for to solve producer consumer problem in which a producer produce a value and consumer consume the value before producer generate the next value.

# Theory, important classes and methods

## public interface Runnable

The Runnable interface should be implemented by any class whose instances are intended to be executed by a thread. The class must define a method of no arguments called run

## public final void wait()

Causes the current thread to wait until it is awakened, typically by being notified or interrupted.

## public final void notify()

Wakes up a single thread that is waiting on this object's monitor. If any threads are waiting on this object, one of them is chosen to be awakened. The choice is arbitrary and occurs at the discretion of the implementation. A thread waits on an object's monitor by calling one of the wait methods.

## PROGRAM:

**class Queue {**

**int item=0;**

**boolean busy=false;**

**synchronized int get() {**

**if(!busy)**

**try {**

**wait();**

**}**

**catch(InterruptedException e) {**

**System.out.println("Get:InteerruptedException");**

**}**

**System.out.println("Get:"+item);**

**busy=false;**

**notify();**

**return item;**

**}**

**synchronized void put(int item) {**

**if(busy)**

**try {**

**wait();**

**}**

**catch(InterruptedException e) {**

**System.out.println("Put:InteerruptedException");**

**}**

**this.item=item;**

**busy=true;**

**System.out.println("Put:"+item);**

**notify();**

**}**

**}**

**class Producer implements Runnable {**

**int i;**

**Queue q;**

**Producer(Queue q) {**

**this.q=q;**

**new Thread(this, "Producer").start();**

**}**

**public void run() {**

**try {**

**while(i<=10)**

**q.put(i++);**

**Thread.sleep(500);**

**}**

**catch (InterruptedException e) {**

**e.printStackTrace();**

**}**

**}**

**}**

**class Consumer implements Runnable {**

**Queue q;**

**Consumer(Queue q) {**

**this.q=q;**

**new Thread(this, "Consumer").start();**

**}**

**public void run() {**

**int i=0;**

**while(true) {**

**try {**

**while(i<=10)**

**q.get();**

**Thread.sleep(500);**

**}**

**catch (InterruptedException e) {**

**e.printStackTrace();**

**}**

**}**

**}**

**}**

**public class ThreadDemo {**

**public static void main(String[] args) {**

**Queue q=new Queue();**

**new Producer(q);**

**new Consumer(q);**

**}**

**}**

## Output:

Put:0

Get:0

Put:1

Get:1

Put:2

Get:2

Put:3

Get:3

Put:4

Get:4

Put:5

Get:5

Put:6

Get:6

Put:7

Get:7

Put:8

Get:8

Put:9

Get:9

Put:10

Get:10

# Problem Statement 21 and solution

* **Problem Statement**

Write a method removeEvenLength that takes an ArrayList of Strings as a parameter and that removes all of the strings of even length from the list. **(Use ArrayList)**

# Theory, important classes and methods

## ArrayList in Java

ArrayList is a part of the [**collection framework**](https://www.geeksforgeeks.org/collections-in-java-2/) and is present in java.util package. It provides us with dynamic arrays in Java.

**Adding Elements**: In order to add an element to an ArrayList, we can use the [add()](https://www.geeksforgeeks.org/java-util-arraylist-add-method-java/?ref=rp) [method](https://www.geeksforgeeks.org/java-util-arraylist-add-method-java/?ref=rp)

**add(Object):** This method is used to add an element at the end of the ArrayList.

## PROGRAM:

**import java.util.ArrayList;**

**class ArrayListData {**

**public static void removeEvenLength(ArrayList<String> array) {**

**for (int i=0; i<array.size(); i++) {**

**String word=array.get(i);**

**if (word.length()%2==0)**

**array.remove(i--);**

**}**

**}**

**}**

**public class RemoveList {**

**public static void main(String[] args) {**

**ArrayList<String> arrlist=new ArrayList<String>(5);**

**arrlist.add("C++");**

**arrlist.add("DataScience");**

**arrlist.add("Python");**

**arrlist.add("Cyber");**

**System.out.println("-----Array List Item-----");**

**for (String str: arrlist)**

**System.out.println(str);**

**ArrayListData.removeEvenLength(arrlist);**

**System.out.println("-----Resultant Array List Item-----");**

**for (String str: arrlist)**

**System.out.println(str);**

**}**

**}**

## Output:

-----Array List Item-----

C++

DataScience

Python

Cyber

-----Resultant Array List Item-----

C++

DataScience

Cyber

# Problem Statement 22 and solution

* **Problem Statement**

Write a method swapPairs that switches the order of values in an ArrayList of Strings in a pairwise fashion. Your method should switch the order of the first two values, then switch the order of the next two, switch the order of the next two, and so on.

For example, if the list initially stores these values: {"four", "score", "and", "seven", "years", "ago"} your method should switch the first pair, "four", "score", the second pair, "and", "seven", and the third pair, "years", "ago", to yield this list: {"score", "four", "seven", "and", "ago", "years"}

If there are an odd number of values in the list, the final element is not moved.

For example, if the original list had been: {"to", "be", "or", "not", "to", "be", "hamlet"} It would again switch pairs of values, but the final value, "hamlet" would not be moved, yielding this list: {"be", "to", "not", "or", "be", "to", "hamlet"}

# Theory, important classes and methods

## ArrayList in Java

ArrayList is a part of [**collection framework**](https://www.geeksforgeeks.org/collections-in-java-2/) and is present in java.util package. It provides us with dynamic arrays in Java.

**Adding Elements**: In order to add an element to an ArrayList, we can use the [add()](https://www.geeksforgeeks.org/java-util-arraylist-add-method-java/?ref=rp) [method](https://www.geeksforgeeks.org/java-util-arraylist-add-method-java/?ref=rp)

**add(Object):** This method is used to add an element at the end of the ArrayList.

## PROGRAM:

**import java.util.\*;**

**class PairDemo {**

**public static void swapPairs(ArrayList<String> list) {**

**for (int i=0; i<=list.size()-2; i+=2) {**

**String str=list.get(i+1);**

**list.set(i+1, list.get(i));**

**list.set(i, str);**

**}**

**}**

**}**

**public class SPair {**

**public static void main(String[] args) {**

**int n;**

**String str;**

**Scanner sr=new Scanner(System.in);**

**ArrayList<String> arrlist=new ArrayList<String>();**

**System.out.print("Enter number of items: ");**

**n=sr.nextInt();**

**System.out.print("Enter item: ");**

**for (int i=1; i<=n; i++) {**

**str=sr.next();**

**arrlist.add(str);**

**}**

**System.out.println("-----Array List Item-----");**

**System.out.println(arrlist.toString());**

**PairDemo.swapPairs(arrlist);**

**System.out.println("----- Resultant Array List Item-----");**

**System.out.println(arrlist.toString());**

**}**

**}**

## Output:

Enter number of items: 4

Enter item: What is your name

-----Array List Item-----

[What, is, your, name]

----- Resultant Array List Item-----

[is, What, name, your]

# Problem Statement 23 and solution

* **Problem Statement**

Write a method called alternate that accepts two Lists of integers as its parameters and returns a new List containing alternating elements from the two lists, in the following order:

* + First element from first list
  + First element from second list
  + Second element from first list
  + Second element from second list
  + Third element from first list
  + Third element from second list
  + …

If the lists do not contain the same number of elements, the remaining elements from the longer list should be placed consecutively at the end. For example, for a first list of (1, 2, 3, 4, 5) and a second list of (6, 7, 8, 9, 10, 11, 12), a call of alternate(list1, list2) should return a list containing (1, 6, 2, 7, 3, 8, 4, 9, 5, 10, 11, 12). Do not modify the parameter lists passed in.

# Theory, important classes and methods

## List Interface

The List interface provides a way to store the ordered collection. It is a child interface of Collection. It is an ordered collection of objects in which duplicate values can be stored. Since List preserves the insertion order, it allows positional access and insertion of elements.

**Adding Elements:** In order to add an element to the list, we can use the add() method. This method is overloaded to perform multiple operations based on different parameters. They are:

**add(Object):** This method is used to add an element at the end of the List.

**add(int index, Object):** This method is used to add an element at a specific index in the List.

## PROGRAM:

**import java.util.\*;**

**class Alternate {**

**public static List<Integer> alternate(List<Integer> list1, List<Integer> list2) {**

**Iterator<Integer> i1=list1.iterator();**

**Iterator<Integer> i2=list2.iterator();**

**List<Integer> result=new ArrayList<Integer>();**

**while(i1.hasNext() || i2.hasNext()) {**

**if (i1.hasNext())**

**result.add(i1.next());**

**if (i2.hasNext())**

**result.add(i2.next());**

**}**

**return result;**

**}**

**}**

**public class AlternateList {**

**public static void main(String[] args) {**

**List<Integer> L1=new ArrayList<>();**

**Collections.addAll(L1, 1, 2, 3, 4, 5);**

**List<Integer> L2=new ArrayList<>();**

**Collections.addAll(L2, 6, 7, 8, 9, 10,11,12);**

**List<Integer> L3=new ArrayList<>();**

**L3=Alternate.alternate(L1,L2);**

**System.out.println(L1);**

**System.out.println(L2);**

**System.out.println(L3);**

**}**

**}**

## Output:

[1, 2, 3, 4, 5]

[6, 7, 8, 9, 10, 11, 12]

[1, 6, 2, 7, 3, 8, 4, 9, 5, 10, 11, 12]

# Problem Statement 24 and solution

* **Problem Statement**

Write a GUI program to develop an application that receives a string in one text field, and count number of vowels in a string and returns it in another text field, when the button named “CountVowel” is clicked.

When the button named “Reset” is clicked it will reset the value of textfield one and Textfield two.

When the button named “Exit” is clicked it will closed the application.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWgAAACxCAIAAABmwbDRAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAPAUlEQVR4nO3dO3baTh/G8R/v+S8FufBhBaMVQBpXadONSqtx59KdGyiZLq0rN5FW4FmBjotIe+EtJEA3QAMCRPh+qkToMpKsh7kBIgAAAAAAAABwh0a1/69Wq6uUA8CQjUaVrPjftcoB4HYRHACcERwAnBEcAJwRHACcERwAnBEcAJwRHACcERwAnBEcAJwRHACcERwAnBEcAJwRHACcERwAnBEcAJwRHACcERwAnBEcAJz9d+0C4NJqXx6Je9D7dwlT4wDgjOAA4Iymyv3ipzD+eedrllLjOI8sy65dBOB8zhQccTBqF8TnOeCpsjjw/XUhfT9YxCc8+HEw8jxvsOcKnOysTRWl9GRSXfTkue4kW/heaNU8/Xoe91WwmjgYzYxsypsYY+zMfEer5fSEMqhH53MFbsRZg2Pyulw/egOWLd6MiOhtTixf4sWvt++j9zhdrlbLfgoHDBKdo9mfDysi+qkUcePp89fwEw+4mut1jmYLfzTyF5lk8SJYdy/4waLUtxAHo9HIC62I2NBr6SUpbzoaNXomtodYr+YvGv0O44eJiEjyt71TY18Zdu0/W/j1gh4+2e2qpVMafucQ7tO1axzf735orCittSSJsSb0Ell3JXhPcy3fiTFWRGk9ERF53PSS5B0PlZ6JcGY+Gh0RxSFEKbG2pf0xfdJijA1/BQ+/l9N6H8b+MnTZf8eTFZFNb0t+SklirJX8sI/unUPA5az6EWkREaV0xTwqrZLOVX5IHaW1Zbq5npqnq4qWxWl+1O3Wm0M0tm4UV60vgNJR2lh5bxmar+TLy2fR7WQbh9lx3NP0fa8xXD3e60sGR131MW97KNrioPXhqWdEed3N0rYc2iWN5tv0EFV6wHeWYef+dwXHoZONdPvJdzqBzgiO+3G+4DhrU6U0ULHL5KHSNhg/TETs4T1nfxMRkeQzCD7LyxMreXdFqclR6fbcaTx9Xk6fX7L4/dfMWGtmXtJx9LXb/kWOPllgcK7dx3Eaa0y/D954PF1+rV4WvhdaG77HzxcdTvYelYj9+JM9F4GVj/gwIQSDc9NTznc0/k+eKTZ+ftUiu0dazmX846cSsaHn+0EQBH7e+atfzzbzDTjSjQZHPoZqv9NrF6RP2eJXaEVprcQaY4y1Ss+j9Abm0OHuDD842jNi+qRFxLzVZ0JkseOnTLJF45MpWRzkM9B//hjvK0Pf0m8roiZPy6+vdd1p+dwYHwYG4Kx9HMlbre9S5PFl6Vrxzlv+ZuaLnkiSyOvXcioyXUbazEzojcL1R2LyyRaiI8enzZpwZkIRUUqJWJt3m6j5721J28vQs+ky0snMzEZms0gpJZOfry/kB4bt9GGb1Wq1azhWyt0S7SONzRHJfOlmpFTXZm6o0hiqqk3C6DiYmUbz8m5E1QZjd5Zh1/53DcceOtniqpVmv6yL1edUjr7vNYarx3tde5Dr3/PRXAMXks8abQxh9/7p4M2Xu3Cv/3k93uvadwINv4/jvqj6giz9ttKYAgJcFzWO4Vh/LcjmMzHbT6v0+W0k1Djux/lqHATHkGRZ/P7rLVn3z4oopSavv1+m4x7rGwTH/SA40Bt+V+UO0ccB4PoIDgDObvtDbjgCrVGcjhoHAGcEBwBnBAcAZwQHAGcEBwBnBAcAZwQHAGcEBwBnBAcAZwQHAGcEBwBnBAcAZwQHAGcEBwBnBAcAZwQHAGcEBwBnBAcAZwQHAGd85+jd4ecR7sqZvmKWGgcAZ+cIjjgY1fl+EGdnONRB2cIfjUZBfI1jA/+s8zVVlNKT0i+gmplnGr/EfhW9//z7reJ3Ev5h526Qni84Jq/LTUos84fVzIKnIUQHgNNcqI9j/PyqRUSSv1dpsADo1cU6R71H1bI0ixeBv+0JCRb1npDaCtuukrwjpdZ5kfdo+Itd6RQHo9HIC62I2NArdkoHCODqUsOx2Z8PKyKTh1K3Qt5+2fSGJMaYcGY+Sp0PceDNzLa7JElM8lfk+LaO9zTX8p0YY0WU1hMRkccn74TzAiAiqx5EWkRER5sFaaSViIiap9u10rlqLKpu2bLGnoO0b5Evqay2d7d3oNd7jYHq/S7XguJ8TRUz27QwvJmxSkeVYYz4PbQi+rU8sjGevsyViPmk8QAM2vmHY4uGweTRKw9+Zn8TEZHkMwg+y1slVvIu1OlYxs+vOpyZ0PM/9Ovvl+n4vkdPgeG4wHDs8iUOvJkJPXlojMVaY+yefUyXafT4/hYaM/OMiNLR7+WU+ACu7RKjKkULRMxbfbhjR0dDqUkznj4vv1arNI20Emtm3u4hEwCXcpnh2GIah/34s37qxw8TEbHfaccdjKfLr3Sutpvkw7vMCwGu4VLzOPJKhw3f1/2e0yctbZWQLF5sp2pUP+GSfpeaNUXybKNIsjjIp2gc4JhZABouNgFs/OOnkvKIyXQZ6WIelu8HQRAEgT8ajbxZ+Ll5pK2ZeetX/dHMiKj5S9FNkiePDb38dX/kzYxSbbPM6vLKipnl2/lMAANO1ceIb+sUi83y+syN0rOulNJRWnl5rtX2VR1Vu0TKLys9j9L8EAfmceRF2exW39uEjl7vNQaq97tcC4r6R+iaa+Afs/ncJPf6H9b7Xa593JYv8gHgjOAA4IzgAOCM4ADgjOAA4IyfR7hf/E4CjkaNA4AzggOAM5oqd4d5XzgdNQ4AzggOAM4IDgDOCA4AzggOAM4IDgDOCA4AzggOAM4IDgDOCA4AzggOAM4IDgDOCA4AzggOAM4IDgDOCA4AzggOAM4IDgDOCA4AzggOAM4IDgDOCA4AzggOAM4IDgDOCA4AzggOAM56/glIfgB9CPiRR5wbvx177+4z67tn641en3O/edBUAeDsXDUOasuXd6PvjbhFNFVQuIesPyVbb+L6XOzNg6YKAGcEB3AlWZZduwhHIziAI8TBqF0Qd96B53mdVx8a+jjQURyMZqa6SCn9+ns5HV+nQAOglJ5MqouePKcdPJZWzxa+F1o1T7+eB39JCQ442T4qSWKsNTPP6Gi1nF6yDMN5wCavy2NPfbpcrZb9luaSaKrcmmzhO1SIezd5XRa+vlbpXImImd1qfRtHO3NwZPEi8P1N+8/3/WARD69HKH8Ydz+N+ev+Ynglv67x86sWEUn+cmVqWv+k8o6RfFn1DSAORqORF1oRsaHn2F1yDWcMjmzhj7xZaKwVUUoppcRaa8KZd90L0pIC4x8/lYiYz/aCZX8+rIj6+WPwLc+L8x5Vy9IsXgSlt4vmm0VtBT+orLBn85t5wIpMLdfG4mBmRHTU1rjxnuZa6/xaKp2bu3WXXNfqNNv9RDr/h47S8gppGmk1j048zEny+rWap82FottK1rrB1eSlaSvocTex81b5Ha0euO2yFctE5Q9AESzly1f8bRQraKXKr+7fPI1aHrCo85054hLt2CQ/h/Up6E1RmusUV6d++VruYw9/aH09yHv2fN7gKF+ygWm/PbuTY1i5MaDgSKP8Ca5cmparlVa33Hs9D29+aA979R0cdfUyFfEyj5qpS3Ds3Hu3K5BGc6229V2ldP0NpO2truUip3OVL0ij+fqNSpQuF6L1bhc73pUcO+7mgWJ3fXtuO49S8UVU/Q31ysFRU79brfeqWuZ9j0eHzQ/sYb8jLtGOTdpL2lS6am03/maD44zDsV36BPKBNRFRWk9EJDHmxBG+73c/NFaU1lqSxFgTeomsx+28p7mW78QYuzmiPBYtyfGPnyq01nzGy2np0Hn/hn6tDPwdLvb0SYsx1Z2l31Yk70ncTn1IvyvdJ+s9F6OeiTEmnJmPAYw8FtbDscVFnDx6lQvzNxERST6D4LO8VWJlc+Lj51cdzkzo+R/69ffLdDx22vzGTJ+0MsaKiH666Jj1hfUYS53TuPKmlUaNVo5LjaO2v91t8JZcb1u57djdit3YcvPe02jubxZ0qagPpqnScqe296BNuSOjXKva1lo6bn5DNY7KGbX8Gd5sjeOa8zjiTyN5L3PpfWQ8XUZado9wHKLmaWl/xXBJt+HCdUd46chFESvvFR2LnY83bP8ffxoRrbWI/fiTVfY1ecj3FL+HjdrNePoyV8dfjjMqSibmrT5MveNPv1RpGk+fl19FV7lYM/PKg1yHN78V2eJXaEXN0zxnmlfqdl0xOPJ6aWXObS5/5I6cG7B+CAvjh8muNVtMn6oPf1tudC12LbOyv4mIenx5KidHdf+linrZ+4eVYU6VKJK2FIT55bbfaccdjKfLr3Su1ps4bj5weWzkbwT5+4oNf+2Ljls6/TMGx6E/9bzJX3vQt65y/arJ0ZYb3YudJ0fxVGV/Pqyonz/G3uPmMSmSot72tabG9nd+fcsrHTZ8X0dtcQEbb61ZvJmMEQfVaRtF10/XzWVID1jyFtSti76OjfW0jS7RUdRSZ34QBIHvD3F+yi59NoQONNYO9DVsX3Dq46i3OqudCHuPWz/Yvi7+DsUuL9mM+JSLedxgwWD6OMrFae/LWc/TyP+7XqU6i0PV/1QObV46aD6TQ6nuo/5HXKIdm7QPx25OpTmGXL5W1b+D2n43nSL6Mp04rntu19feVeNmN+3oX2r8Ke6ZsdV/cGyG3ltvvUuxy4eK9PaldTmb5e3U4Taw4ChdsFIZo+pQtdJRWnm53DXaHH8/sHlx1GMesCMu0fkexXO4+eBYB3LjryKN9GbZnuGJyt9hY1G62f0RwXHo+SyOppsbVlY4XOxtmbQuH3C9sFnc9p2s0mheHyi6QnD8CwiO0/d83uDYzivMH/D8syrr/9VaIbKZPtwyP7m8Wl57VcUejw2OQxXdbS10f3vmYLFLx2qvzLfVVDdXbEdFneA4wREne1vX53ylbWZFRV97z/9bm14pSjUmQjbqpe0fPajNBo3SZiJ0Do7VoYruJln21IG7FXvHvrYf5Omw53o9n+A4HsFx+p5z9e9Ebq7hZPMlyyfuB0c47uLf1S074mRv9Ecner+btevAF/kAcEZwAHDGd44C+9xDC+4I1DgAOKPGgcKN9gLiKqhxAHBGcABwdq6mCvXeW0HnH45AjQOAM4IDgLOemyrUe4F7QI0DgDOCA4AzggOAM4IDgDOCA4AzggOAM4IDgDOCA4AzggMAAAAAAAAAAKCL/wMSwE2e2PMclgAAAABJRU5ErkJggg==)

# Theory, important classes and methods

**Swing API** is a set of extensible GUI Components to ease the developer's life to create JAVA based Front End/GUI Applications. It is build on top of AWT API and acts as a replacement of AWT API, since it has almost every control corresponding to AWT controls.

## JButton Class The class JButton is an implementation of a push button. This component has a label and generates an event when pressed. It can have Image also.

## JTextField ClassThe class JTextField is a component which allows editing of a single line of text.

## JLABEL Class A JLabel object provides text instructions or information on a GUI — display a single line of read-only text, an image or both text and image.

## Event Handling in Java

**Event**

An event is an Object that describes a state change in a source. Some of the activities that causes event to be generated are:

* + Pressing a Button.
  + Entering a character through Key Board.
  + Selecting an item form a list etc.

## The ActionListener Interface

This interface defines the **actionPerformed( )** method that is invoked when an action event occurs. Its general form is shown here:

## void actionPerformed(ActionEvent ae)

**PROGRAM:**

**import javax.swing.\*;**

**import java.awt.\*;**

**import java.awt.event.\*;**

**class VowelDemo extends JFrame implements ActionListener {**

**JLabel one, two;**

**JTextField tstr, tres;**

**JButton b1, b2, b3;**

**VowelDemo() {**

**JPanel p1=new JPanel();**

**p1.setLayout(new GridLayout(2, 2));**

**FlowLayout layout=new FlowLayout();**

**JPanel p2=new JPanel();**

**p2.setLayout(layout);**

**one=new JLabel(" Enter String: ");**

**tstr=new JTextField(20);**

**two=new JLabel(" Result");**

**tres=new JTextField(20);**

**b1=new JButton("CountVowel");**

**b2=new JButton("Reset");**

**b3=new JButton("Exit");**

**p1.add(one);**

**p1.add(tstr);**

**p1.add(two);**

**p1.add(tres);**

**p2.add(b1);**

**p2.add(b2);**

**p2.add(b3);**

**b1.addActionListener(this);**

**b2.addActionListener(this);**

**b3.addActionListener(this);**

**add(p1,"North");**

**add(p2,"South");**

**setVisible(true);**

**this.setSize(300,180);**

**}**

**public void actionPerformed(ActionEvent ae) {**

**String str, vstr;**

**char ch;**

**int ln, c=0;**

**str=ae.getActionCommand();**

**try {**

**vstr=tstr.getText();**

**if(str.equals("CountVowel")) {**

**ln=vstr.length();**

**for (int i=0; i<ln; i++) {**

**ch=vstr.charAt(i);**

**ch=Character.toUpperCase(ch);**

**switch(ch) {**

**case 'A':**

**case 'E':**

**case 'I':**

**case 'O':**

**case 'U':**

**c++;**

**break;**

**}**

**}**

**tres.setText(Integer.toString(c));**

**}**

**else if(str.equals("Reset")) {**

**tstr.setText("");**

**tres.setText("");**

**tstr.requestFocus();**

**}**

**else if(str.equals("Exit"))**

**System.exit(0);**

**}**

**catch(Exception ob){}**

**}**

**}**

**public class GUIDemo {**

**public static void main(String args[]) {**

**new VowelDemo();**

**}**

**}**

**Output:**
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# Problem Statement 25 and solution

* **Problem Statement**

Create a database of employees with the following fields Name, Code, Designation , , & Salary.

![](data:image/png;base64,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)

1. Write a java program to create GUI java application to take employee data from the TextFields and store in database using JDBC connectivity.
2. Write a JDBC Program to retrieves all the records from employee database.

# Theory, important classes and methods

## What is JDBC?

JDBC stands for Java Database Connectivity, which is a standard Java API for database-independent connectivity between the Java programming language and a wide range of databases.

## Common JDBC Components

The JDBC API provides the following interfaces and classes −

**DriverManager:** This class manages a list of database drivers. Matches connection requests from the java application with the proper database driver using communication sub protocol. The first driver that recognizes a certain sub protocol under JDBC will be used to establish a database Connection.

**Connection:** Interface used to establish a connection to a database. SQL statements run within the context of a connection.

**Statement:** Interface used to send static SQL statements to the database server and obtain results.

**ResultSet:** Interface used to process the results returned from executing an SQL statement.

**PreparedStatement**: Interface used to send precompiled SQL statements to the database server and obtain results.

## PROGRAM (a):

**import javax.swing.\*;**

**import java.awt.\*;**

**import java.awt.event.\*;**

**import java.sql.\*;**

**class GridLayoutDemo extends JFrame implements ActionListener {**

**JLabel one, two, three, four;**

**JTextField tname, tsalary, tcode, tdesig;**

**JButton buttonSave, buttonExit, buttonReset;**

**GridLayoutDemo() {**

**JPanel p1=new JPanel();**

**p1.setLayout(new GridLayout(4,2));**

**FlowLayout layout=new FlowLayout();**

**JPanel p2=new JPanel();**

**p2.setLayout(layout);**

**one=new JLabel("NAME");**

**tname=new JTextField(20);**

**two=new JLabel("CODE");**

**tcode=new JTextField(20);**

**three=new JLabel("DESIGNATION");**

**tdesig=new JTextField(20);**

**four=new JLabel("SALARY");**

**tsalary=new JTextField(20);**

**buttonSave=new JButton("SAVE");**

**buttonReset=new JButton("RESET");**

**buttonExit=new JButton("EXIT");**

**p1.add(one);**

**p1.add(tname);**

**p1.add(two);**

**p1.add(tcode);**

**p1.add(three);**

**p1.add(tdesig);**

**p1.add(four);**

**p1.add(tsalary);**

**buttonSave.addActionListener(this);**

**buttonReset.addActionListener(this);**

**buttonExit.addActionListener(this);**

**p2.add(buttonSave);**

**p2.add(buttonReset);**

**p2.add(buttonExit);**

**add(p1,"North");**

**add(p2,"South");**

**setVisible(true);**

**this.setSize(400,180);**

**}**

**public void actionPerformed(ActionEvent ae) {**

**String str, mname, mdesig;**

**int mcode, msal;**

**str=ae.getActionCommand();**

**if(str.equals("RESET")) {**

**tname.setText("");**

**tcode.setText("");**

**tdesig.setText("");**

**tsalary.setText("");**

**tname.requestFocus();**

**}**

**if(str.equals("EXIT"))**

**System.exit(0);**

**try {**

**mname=tname.getText();**

**mcode=Integer.parseInt(tcode.getText());**

**mdesig=tdesig.getText();**

**msal=Integer.parseInt(tsalary.getText());**

**if(str.equals("SAVE")) {**

**try {**

**PreparedStatement inst;**

**Connection conn;**

**Class.forName("com.mysql.jdbc.Driver");**

**conn=DriverManager.getConnection("jdbc:mysql://localhost:3306/","root","root");**

**inst=conn.prepareStatement("INSERT INTO emp VALUES(?,?,?,?)");**

**inst.setString(1,mname);**

**inst.setInt(2,mcode);**

**inst.setString(3,mdesig);**

**inst.setInt(4,msal);**

**int n=inst.executeUpdate();**

**if(n>0)**

**System.out.println("Record Inserted");**

**else**

**System.out.println("Record Not Inserted");**

**inst.close();**

**conn.close();**

**}**

**catch(ClassNotFoundException e) {**

**e.printStackTrace();**

**}**

**catch(SQLException w) {**

**w.printStackTrace();**

**}**

**}**

**}**

**catch(Exception ob){}**

**}**

**}**

**class EmpRecord {**

**public static void main(String args[]) {**

**new GridLayoutDemo();**

**}**

**}**

## PROGRAM (b):

**import java.sql.\*;**

**class MyApp {**

**public static void main(String s[]) {**

**int mcode, msal;**

**String mname, mdesig;**

**try {**

**Connection conn;**

**Statement stmt;**

**ResultSet rs;**

**Class.forName("com.mysql.jdbc.Driver");**

**conn=DriverManager.getConnection("jdbc:mysql://localhost:3306/ ","root","root");**

**stmt=conn.createStatement();**

**rs=stmt.executeQuery("SELECT \* FROM emp");**

**while(rs.next()) {**

**mname=rs.getString(1);**

**mcode=rs.getInt(2);**

**mdesig=rs.getString(3);**

**msal=rs.getInt(4);**

**System.out.println(mcode+" "+mname+" "+mdesig+" "+msal);**

**}**

**rs.close();**

**stmt.close();**

**conn.close();**

**}**

**catch(ClassNotFoundException e) {**

**e.printStackTrace();**

**}**

**catch(SQLException w) {**

**w.printStackTrace();**

**}**

**}**

**}**

**Output:**
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